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I. INTRODUCTION

Scientific software is increasingly critical to the practice
of science, and as the demand for that software has grown,
so too has the need for more effective teaming and collab-
oration. While historically most scientific software has been
the product of individuals and small teams, scientific software
development today is increasingly large-scale, open-source,
community-driven, multi-disciplinary, and multi-institutional.

The question of how research teams function and how we
can empower them represents an exciting frontier for soft-
ware engineering research. Scientific software developer teams
would benefit from better and more tailored tools, techniques,
and methodologies to enable more effective collaboration.
However, as Dennehy and Conboy observe, the culture and
context of a software project are “critical determinants of
software development success” and that “a method, practice,
or tool cannot be studied in isolation” [1]. That is, through
a better understanding of current teaming and collaboration
practices, we can arrive at better ways of working and — by
extension — do better science.

In this paper, we explore how data-driven modeling of large-
scale scientific software collaborations can inform the broader
conversation on what research teams need to be successful.
Ongoing work on software repository mining and network
science techniques provide us with the necessary tools to
extract and analyze team dynamics [2], [3].

II. BACKGROUND

Software engineering research, also known as software sci-
ence, is the study of software systems and their development,
operation, and maintenance. As a branch of computer science,
software science applies a sociotechnical lens to help model,
understand, and predict the factors that lead to high-quality
software systems. In recent decades, the move towards open-
source, community software has enabled software scientists to
rigorously study software development practices at scale. By
combining software repository mining techniques with insights
from data science, network science, and machine learning,
researchers can derive actionable insights regarding software
development team practices.

While the social networks and collaboration habits of scien-
tists have been the subject of decades of research [4], scientific
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software developers have long been understudied in the context
of empirical software engineering. This is because, historically,
scientific software development has often been a private affair.
However, with the shift towards open science and community
software hosted on open-source platforms, we now have access
to rich sources of fine-grained data on scientific software
development; questions about team practices and collaboration
behaviors are finally amenable to data-driven analysis.

III. NETWORK SCIENCE

Network science provides a logical framework to model the
interactions between teams, where nodes represent contribu-
tors to a project and edges represent some relationship between
contributors.

However, to build a rigorous foundation for research in
this space, we must carefully define what we mean by a
scientific software team and its contributors. Thompson et al.
define a team as “a group of people who are interdependent
with respect to information, resources, knowledge and skills
and who seek to combine their efforts to achieve a common
goal” [5].

Network science also allows us to analyze and test hy-
potheses about the interdependencies and dynamics of teams.
Previous studies of open-source software projects have used
social networks to characterize the development process and
describe how the structure of these networks can be used
to effectively manage software development projects [6]—[8].
For example, Roach et al. examined the open-source software
development of the Python programming language and found
that network measures proved to be an accurate measure of
contribution by an individual developer within a community.

However, in the context of teams who build and use scien-
tific software, Ramin et al. define contribution as “any activity,
demanding human resources, that adds to the fulfillment of
project goals, by adding value to the developed product or
the (future) effectiveness of the team” [9]. This definition
necessitates the inclusion of roles beyond developers when
analyzing cross-team collaboration.

Therefore, when constructing a contributor social network, it
is important to consider our precise definition of a contributor.
If we form a network solely on changes to repositories (e.g.,
commits, pull requests, merge requests, patches), we may miss
key contributors such as project managers and principal in-
vestigators who may not necessarily actively contribute to the



codebase. Young et al. argue that code as a measure for con-
tribution likely does not capture all contributors and provide
four alternative models of contributor acknowledgment [10].
Additionally, it is important to consider the temporal aspect
of interactions within networks. While two people may have
interacted with the same repository, it may have been several
years apart. In this case, it becomes useful to communicate
with members of software teams to obtain the ground truth of
who is a contributor, the degree to which they contribute, and
when the contributions take place.

The software engineering research community has acknowl-
edged that source lines of code, number of bugs fixed, number
of tasks completed, and hours worked are poor measures of
productivity and contribution value. This is because quantity
solely does not imply software quality or the complexity of the
code [8]. Relevant metrics of the importance of a contribution
could be used instead when defining the edge relationship and
weight in the network.

A recent study showed that analyzing community structure
is the dominant research direction in studies on developer
social networks [11]. Generally, communities are groups of
nodes with a higher probability of being connected to each
other than nodes in other groups [12]. Understanding the
evolution of communities in networks gives us a picture of
which contributors and teams interact with whom and to what
degree.

IV. DISCUSSION

While data-driven approaches promote understanding of
how teams function, basing decisions solely on data is mis-
guided. One major concern is the quality of data being used.
There are certainly methods to reflect the degree of uncertainty
based on the quality of the data; however, teams cannot
accurately measure with poor-quality data. Additionally, it is
best to keep some healthy skepticism when interpreting results
from data-driven approaches. Before accepting claims, it is
best to consult with a subject-matter expert on the particular
topic being investigated. In particular, research on teams would
benefit from the expertise of social scientists who have been
researching teams for decades. Taking these limitations into
account is crucial when interpreting and acting on results from
data-driven approaches.

There is a growing body of evidence that shows collab-
orative teams tend to produce the highest-impact scientific
work [13]. This claim motivates our research objective of
understanding how teams interact with each other. Empirically
studying scientific software team dynamics enables us to
examine current teaming and collaboration patterns and then
develop practices to sustain the health and success of teams.
Specifically, network science methods allow us to identify key
contributors within the network, detect community structures
as projects progress, and uncover complex dependencies be-
tween teams. A network science approach also focuses less
on individual aspects of the project and instead measures the
entire ecosystem in which teams function together, making
this research more generalizable and actionable.

V. CONCLUSION

Leveraging a data-driven approach to analyze scientific
software team ecosystems will help advance the field’s un-
derstanding of large-scale scientific software collaborations
and help develop ways to promote more productive and
sustainable software development. Network science is a well-
suited framework for modeling cross-team collaboration and
will help answer questions on how to best structure teams
together to facilitate collaboration, where key leverage points
within networks of teams are, and what kind of teaming and
collaboration practices lead to increased productivity and risk
mitigation.
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