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1 Background

Historically, developers of business/IT software have employed various types of testing techniques
to improve the quality of their software. However, developers of research software have found it
more difficult to employ some of the traditional software testing techniques [3]. The complexity
of the underlying research domains leads to research software that has complex computational
behavior. This complexity, along with the fact that the expected outputs are often unknown, make
it difficult to define appropriate tests and identify input domain boundaries [5]. In many cases, the
input space of research software is so vast that it is not feasible, or even possible, for a developer to
create a test suite that adequately exercises the limits of the software [7]. Therefore, while testing
is useful, it is generally not sufficient to ensure the quality of research software.

Conversely, peer code review is a lightweight, asynchronous method for ensuring high-quality
code [1]. Peer code review is a systematic examination of source code by peers of the software’s
developer to identify problems the developer can then address. Recently, commercial organizations
and open source projects have been adopting peer code review as a more efficient, lightweight
version of the older, more formal inspection process [6]. While peer code review is effective and
prevalent in open-source and commercial software projects, it remains underutilized in research
software.

By employing peer code review in their projects, research software developers will see benefits
both in the short term, through higher quality scientific results produced by high-quality software,
and in the long term, through creation of more maintainable software [4]. The higher quality sci-
entific results occur because developers focus their attention on the code itself to identify mistakes,
inefficiencies, and other aspects of the code that need improvement. The improved maintainability
arises because as team members start reviewing each others’s code, they begin writing more read-
able code to enable the peer-review process. Code that is more readable and easier to understand
is also more maintainable over time.

In addition to improving general software quality, the use of peer code review has other specific
benefits in the research software domain. Unlike traditional commercial/IT software, research
software developers are often exploring new scientific or engineering results, which may be unknown
a priori. The lack of an oracle makes it difficult for developers to create adequate tests that can
diagnose whether a result is a new insight from a simulation or is the consequence of a fault in the
software [2]. Even in cases where the expected output is known, the complexity of the software
often makes it impossible to adequately test all important configurations of the software and input
data. Conversely, when a person conducts a code review, he or she is able to analyze the underlying
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algorithm and identify problematic conditions. Therefore, while peer code review is essential for
any type of software, it is even more important for research software.

2 Tutorial

To address the need for more peer code review in scientific software we have developed a tutorial.
The focus of the tutorial is to provide an overview and motivation for the use of peer code review
in scientific and research software development. The tutorial covers topics including:

• Why perform peer code review

• Goals of peer code review

• Code review practices both for the reviewer and for the developer

• Code review techniques

• How to provide good feedback

We have delivered this tutorial in a number of conference and national lab venues, including dur-
ing the 2019 Exascale Computing Project Annual Meeting https://se4science.org/tutorials/

ECP19/. The ideal use of such a tutorial is to provide an overview of the general practices of
code review, then to work more directly with individual teams to identify specific items of interest
in their domain. In addition to advocating for peer code review in general, we are interested in
delivering the tutorial in other venues.
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